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Введение

Повтор предыдущий материал

import time  
from random import \*  
  
  
  
N = [1 for i in range(5)]  
print(N)  
  
seed(1) # хотите я угадаю вашу случайную (псевдо) последовательность

N = [random() for i in range(5)]  
print(N)

Она при каждом вызове выдает случайное значение в диапазоне [0.0; 1.0). Обратите внимание, что числа подчиняются равномерному закону распределения, то есть, в диапазоне [0.0; 1.0) они могут принимать любое значение с равной вероятностью.  
  
*# равномерному закону распределения*N = [randint(0,5) for i in range(5)]  
print(N)  
  
*# uniform(a, b) также генерирует случайные значения по равномерному закону*N= [uniform(0,10) for i in range(5)]  
print(N)

N= [gauss(1.0,0.5) for i in range(5)]  
print(N)

# Однако часто на практике требуются случайные величины с другим законом распределения – гауссовским (или, еще говорят, нормальным)

ему часто подчиняются многие реальные события: колебания цен на нефть, и различных товаров, шумы при радиопередачах, погрешности измерений различных значений и тп

N= [randrange(0,100,10) for i in range(5)]  
print(N)  
  
N = sample(N,3)  
print(N)  
  
while True:  
 shuffle(N)  
 print(N)  
 time.sleep(1)

## 

## Задачи на случайные последовательности

**Задача 1**:

Напишите программу, которая с помощью модуля random генерирует случайный пароль. Программа принимает на вход длину пароля и выводит случайный пароль, содержащий только символы английского алфавита a..z, A..Z (в нижнем и верхнем регистре). Применить генератор списка.

**Задача 2.** Дополнить задачу. В каждом пароле обязательно должна присутствовать хотя бы одна цифра и как минимум по одной букве в верхнем и нижнем регистре.

**Задача 3**: IP адрес состоит из четырех чисел из диапазона от 0 до 255 (включительно), разделенных точкой.

Напишите программу, которая с помощью модуля random генерирует и возвращает случайный корректный IP адрес.

**4.** Напишите программу, которая с помощью модуля random генерирует 20 случайных номеров лотерейных билетов и выводит их каждый на отдельной строке. Обратите внимание, вы должны придерживаться следующих условий:

* номер не может начинаться с нулей;
* номер лотерейного билета должен состоять из 7 цифр;
* все 10 лотерейных билетов должны быть различными.

У вас есть список слов: “книга”, “месяц”, “ручка”, “шарик”, “олень”, “носок”.

Необходимо выбрать случайным образом слово и отрисовать его, используя

вместо букв какие-либо символы, например '\u25A0' (■), ‘\u2660' (♠) или '\u2665' (♥)

Необходимо установить счётчик “жизни” в какое-либо значение, например 5

* Предложить игроку ввести букву или всё слово целиком.
* Если буква правильная, то слово перерисовывается с видимой буквой.
* Если буква неправильная, то у игрока отнимается одна “жизнь”.
* Если игрок ввёл слово и это слово правильно, либо это последняя правильная буква, либо у игрока закончились “жизни”, то игра заканчивается.

**Примерный вид программы**
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import random  
  
s = ['книга', 'месяц', 'ручка', 'шарик', 'олень', 'носок']  
  
random\_word = random.choice(s)  
base\_word = ['\u25A0'] \* 5  
lifes = 3  
  
print(\*base\_word, ' \u2665 ' \* lifes)  
  
while 1:  
 attempt = input('Назовите букву или слово целиком -> ')  
 if attempt in random\_word:  
 ind = random\_word.index(attempt)  
 base\_word[ind] = attempt  
 else:  
 print('Неправильно. Вы теряете жизнь')  
 lifes -= 1  
  
 print(\*base\_word, ' \u2665 ' \* lifes)  
 if ''.join(base\_word) == random\_word:  
 break  
  
print('Ты угадал слово')

# Кортежи (tuple) и их методы

На этом занятии мы с вами познакомимся с еще одной новой коллекцией данных – кортежами. Что такое кортеж? Это упорядоченная, но неизменяемая (immutable) коллекция произвольных данных.

Когда вы присваиваете кортежу элемент, он «запекается» и больше не изменяется.

Они, в целом, аналогичны спискам, но в отличие от них, элементы кортежей менять нельзя – это неизменяемый тип данных. Т.е. мы не можем добавлять или удалять элементы в кортеже, изменять его
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Для задания кортежа достаточно перечислить значения через запятую:

a = 1,2

или, что то же самое, в круглых скобках:

a = (1, 2, 3)

Раньше мы уже работали с кортежем,

a, b, c = 3, 'Hello', True  
print(a,b,c)

Под капотом, справа получался кортеж, который потом парсился в 3 переменные.

Но, обратите внимание, при определении кортежа с одним значение, следует использовать такой синтаксис:

b = 1,     или    b = (1,)

Здесь висячая запятая указывает, что единицу следует воспринимать как первый элемент кортежа, а не как число 1. Без запятой – это будет уже просто число один. Вот это нужно очень хорошо запомнить, начинающие программисты здесь часто делают ошибку, не прописывая висячую запятую.

Далее, мы можем переменным сразу присвоить соответствующие значения из кортежа, перечисляя их через запятую:

x, y = (1, 2)

но, если число переменных не будет совпадать с числом элементов кортежа:

x, y = (1, 2, 3)

то возникнет ошибка.

Длину кортежа (число его элементов) можно определить с помощью известной уже вам функции:

len(a)

А доступ к его элементам осуществляется также как и к элементам списков:

* по индексу:

a[0]     a[2]           a[-1]

* через срезы:

a[1:2]      a[0:-1]        a[:3]           a[1:]         a[:]

О срезах мы с вами уже подробно говорили, когда рассматривали списки, здесь все абсолютно также, кроме одной операции – взятия полного среза:

b = a[:]

В случае с кортежем здесь не создается его копии – это будет ссылка на тот же самый объект:

print(id(a), id(b))

Напомню, что для списков эта операция приводит к их копированию. Этот момент нужно также очень хорошо запомнить: для кортежей – возвращается тот же самый объект, а для списков – создается копия.

Некоторые из вас сейчас могут задаваться вопросом: зачем было придумывать кортежи, если списки способны выполнять тот же самый функционал? И даже больше – у них можно менять значения элементов, в отличие от кортежей? Да, все верно, по функциональности списки шире кортежей, но у последних все же есть свои преимущества.

Во-первых, то, что кортеж относится к неизменяемому типу данных, то мы можем использовать его, когда необходимо «запретить» программисту менять значения элементов списка. Например, вот такая операция:

a[1] = 100

приведет к ошибке. Менять значения кортежей нельзя. Во-вторых, кортежи можно использовать в качестве ключей у словарей, например, так:

d = {}

d[a] = "кортеж"

Напомню, что списки как ключи применять недопустимо, так как список – это изменяемый тип, а ключами могут быть только неизменяемые типы и кортежи здесь имеют преимущество перед списками.

В-третьих, кортеж занимает меньше памяти, чем такой же список, например:

lst=[1,2,3]

t = (1,2,3)

print(lst.\_\_sizeof\_\_())

print(t.\_\_sizeof\_\_())

Как видите, размер кортежа меньше, чем списка. Здесь использован метод \_\_sizeof\_\_, который возвращает размер данных в байтах.

Из всего этого можно сделать такой общий вывод: если мы работаем с неизменяемым упорядоченным списком, то предпочтительнее использовать кортеж.

Кортежи быстрее работают. По причине неизменяемости кортежи хранятся в памяти особым образом, поэтому операции с их элементами выполняются заведомо быстрее, чем с компонентами списка.

Теперь, когда мы поняли, что кортежи играют свою значимую роль в программах на Python, вернемся к их рассмотрению. Чтобы создать пустой кортеж можно просто записать круглые скобки:

a = ()

или воспользоваться специальной встроенной функцией:

b = tuple()

print(type(a), type(b))

Но здесь сразу может возникнуть вопрос: зачем создавать пустой кортеж, если он относится к неизменяемым типам данных? Слово неизменяемый наводит на мысль, что вид кортежа остается неизменным. Но это не совсем так. В действительности, мы лишь не можем менять уже существующие элементы в кортеже, но можем создавать новые, используя оператор +, например:

a = ()

a = a +  (1,)

или для добавления данных в начало кортежа:

a = (2, 3) + a

Также можно добавить вложенный кортеж:

a += (("a", "hello"),)

или дублировать элементы кортежа через оператор \*, подобно спискам:

b = (0,)\*10

b = ("hello", "world") \* 5

Как видите, все эти операции вполне допустимы. А вот удалять отдельные его элементы уже нельзя. Если мы попытаемся это сделать:

del a[1]

то возникнет ошибка. Правда, можно удалить объект целиком:

del a

тогда кортеж просто перестанет существовать, не будет даже пустого кортежа, здесь объект удаляется целиком.

Далее, с помощью функции tuple() можно создавать кортежи на основе любого итерируемого объекта, например, списков и строк:

a = tuple([1,2,3])

a = tuple("Привет мир")  
print(f'{a = }')

А если нам нужно превратить кортеж в список, то подойдет известная нам функция list(), которая формирует список также из любого итерируемого объекта:

t = (1,2,3)

lst = list(t)

Так как кортеж – это перебираемый, то есть, итерируемый объект, то никто не мешает нам превращать его в список.

Как я отмечал в самом начале, кортежи могут хранить самые разные данные:

a = (True, [1,2,3], "hello", 5, {"house": "дом"})
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Причем, смотрите, если обратиться, например, к списку:

a[1]

то это изменяемый объект, следовательно, его значение даже в кортеже мы можем спокойно менять:

a[1].append("5")

То есть, неизменность кортежа относится к его структуре элементов и значениям ссылок на объекты. Но, если сами объекты, при этом, могут меняться, то мы можем легко это делать. То есть, обращаясь ко второму элементу кортежа, мы, фактически, имеем список, с которым возможны все его операции без каких-либо ограничений. Я, думаю, это должно быть понятно?

В заключение рассмотрим два метода, которые часто используются в кортежах – это:

* tuple.count(значение) – возвращает число найденных элементов с указанным значением;
* tuple.index(значение[, start[, stop]]) – возвращает индекс первого найденного элемента с указанным значением (start и stop – необязательные параметры, индексы начала и конца поиска).

Эти методы работают так же, как и у списков. Пусть у нас есть кортеж:

a = ("abc", 2, [1,2], True, 2, 5)

И мы хотим определить число элементов со значениями:

a.count("abc")

a.count(2)

Как видите, метод count() возвращает число таких элементов в кортеже. Если же элемент не будет найден:

a.count("a")

то возвращается 0. Следующий метод:

a.index(2)

возвращает индекс первого найденного элемента с указанным значением. Если значение не найдено:

a.index(3)

то этот метод приводит к ошибке. Поэтому, прежде чем его использовать, лучше проверить, а есть ли такое значение вообще в кортеже:

3 in a

Второй необязательный параметр

a.index(2, 3)

позволяет задавать индекс начала поиска. В данном случае поиск будет начинаться с третьего индекса. А последний третий аргумент:

a.index(2, 3, 5)

определяет индекс, до которого идет поиск (не включая его). Если же записать вот так:

a.index(2, 3, 4)

то возникнет ошибка, т.к. в поиск будет включен только 3-й индекс и там нет значения 2.

Кроме того, следует вспомнить функцию enumerate

s = 'Python'  
  
for item in enumerate(s):  
 print(item)

которая также возвращает кортеж, который в свою очередь легко распаковывается в 2 переменные.

s = 'Python'  
  
for item in enumerate(s):  
 print(item)

Надеюсь, вы узнали, что такое кортежи, как с ними можно работать и зачем они нужны. В целом, вы должны запомнить следующее: операторы работы с кортежами, а также функции и методы кортежей. Закрепим этот материал практическими заданиями.

## Вычислительная сложность структур данных

**Вычислительная сложность** это область из информатики, которая **анализирует алгоритмы на основе количества ресурсов, необходимых для его запуска**, Количество требуемых ресурсов зависит от размера входных данных и не только.

Рассмотрим пример

import platform  
print (platform.processor() , platform.architecture())  
  
import time  
  
start = time.time()  
x = [i for i in range(10\_000\_000)]  
end = time.time()  
print(end - start)  
  
start = time.time()  
x = (i for i in range(10\_000\_000))  
end = time.time()  
print(end - start)  
  
start = time.time()  
x = {i for i in range(10\_000\_000)}  
end = time.time()  
print(end - start)  
  
start = time.time()  
x = range(10\_000\_000)  
end = time.time()  
print(end - start)

Результат:

Intel64 Family 6 Model 142 Stepping 10, GenuineIntel ('64bit', 'WindowsPE')

0.695237398147583

0.08672451972961426

0.5249037742614746

0.12475299835205078

При работе с современными языками, такими как Python, который предоставляет встроенные функции, такие как алгоритмы сортировки, когда-нибудь вам, вероятно, потребуется реализовать алгоритм для выполнения некоторой операции с определенным объемом данных.

Изучая сложность времени, вы поймете важную концепцию эффективности и сможете найти узкие места в вашем коде, которые следует улучшить, главным образом при работе с огромными наборами данных.

## Распаковка последовательностей

a = [1,2,3,4]  
  
print (\*a, sep=',')

s1,s2,s3,s4,s5 = 'hello'  
  
print(s1)

s1,s2,s3,\*s4 = 'hello'  
  
print(s4) #['l', 'o']

s = 'hello python'  
a, b = s.split()  
print(b, a)

R = range(4,7)  
a,b,c = R  
print(a)

Звездочка может быть

a, \*b, c = s  
  
print(b)

s1, \*s2, s3 = 'hello'  
  
print(s2) #['e', 'l', 'l']

s = 'hello python'  
  
\_, \_, c, \*d, e = s  
  
print(d)

s = '1234' # Какое минимальное количество элементов  
  
\_, \_, c, \*d, e = s  
  
print(d)

## Задания на кортежи

**Задание 1.** Имеется кортеж:

t = (3.4, -56.7)

Вводится последовательность целых чисел в одну строчку через пробел. Необходимо их добавить в кортеж t. Результат вывести на экран командой:

print(t)

**Входные данные:**

8 11 -5 2

**Выходные данные:**

(3.4, -56.7, 8, 11, -5, 2)

t = (3.4, -56.7)

s = tuple(map(int, input().split()))

t = t + tuple(s)

print (t)

**Задание 2.** Вводятся названия городов в одну строку через пробел. На их основе формируется кортеж. Если в этом кортеже нет города "Москва", то следует его добавить в конец кортежа. Результат вывести на экран в виде строки с названиями городов через пробел.

**Входные данные:**

Уфа Казань Самара

**Выходные данные:**

Уфа Казань Самара Москва

**values\_users = tuple(input().split())**

**values\_users += tuple('' if "Москва" in values\_users else ("Москва",))**

# Добавляем в наш кортеж Кортеж с слово "Москва"

# через тернарный оператор, если слово есть то не добавляем ни чего, если нет то добавляем слово "Москва"

**print(\*values\_users)**

**Задание 3.** Вводятся названия городов в одну строку через пробел. На их основе формируется кортеж. Если в этом кортеже присутствует город "Ульяновск", то этот элемент следует удалить (создав новый кортеж). Результат вывести на экран в виде строки с названиями городов через пробел.

**Входные данные:**

Воронеж Самара Тольятти Ульяновск Пермь

**Выходные данные:**

Воронеж Самара Тольятти Пермь

**tup\_city = tuple([i for i in values\_users if i != 'Ульяновск'])**

**Задание 5.** Вводятся имена студентов в одну строчку через пробел. На их основе формируется кортеж. Отобразите на экране все имена из этого кортежа, которые содержат фрагмент "ва" (без учета регистра). Имена выводятся в одну строчку через пробел в нижнем регистре (малыми буквами).

**Входные данные:**

Петя Варвара Венера Василиса Василий Федор

**Выходные данные:**

варвара василиса василий

**values\_users = tuple(input().lower().split())** # Создаем кортеж из пользовательских данных,

# разбивая на отдельные слова по пробелу с помощью метода .split()

# Так как КОРЕЖ неизменяемый тип данных мы можем только объединить кортежи

# if 'Ульяновск' in values\_users:

**tup\_city = ()**

**tup\_city += tuple([i for i in values\_users if 'ва' in i])**

**Задание 6.** Вводятся целые числа в одну строку через пробел. На их основе формируется кортеж. Необходимо создать еще один кортеж с уникальными (не повторяющимися) значениями из первого кортежа. Результат отобразите в виде списка чисел через пробел.

P. S. Подобные задачи решаются, как правило, с помощью множеств, но в качестве практики пока обойдемся без них.

**Входные данные:**

8 11 -5 -2 8 11 -5

**Выходные данные:**

8 11 -5 -2

**values\_users = tuple(input().lower().split())** # Создаем кортеж из пользовательских данных,

# разбивая на отдельные слова по пробелу с помощью метода .split()

# Так как КОРТЕЖ неизменяемый тип данных мы можем только объединить кортежи или создать новый

**tup\_city = ()** # Создаю временный кортеж

**for i in range(0, len(values\_users)):** # Прохожу по кортежу

**if values\_users.count(values\_users[i]) > 1 :** # С помощью метода .count() считаю сколько одинаковых объектов

# в кортеже, если больше 1 то тогда сохраняю его индекс в кортеже

**tup\_city += (values\_users.index(values\_users[i],i),)** # Сохраняю с помощью метода .index(values\_users[i],i)

# Где первый аргумент это значение которое ищем, второе с какой позиции ищем.

**print(\*tup\_city)**

**Задание 7.** Вводятся целые числа в одну строку через пробел. На их основе формируется кортеж. Необходимо найти и вывести все индексы неуникальных (повторяющихся) значений в этом кортеже. Результат отобразите в виде строки чисел, записанных через пробел.

**Входные данные:**

5 4 -3 2 4 5 10 11

**Выходные данные:**

0 1 4 5

s = input()

t = tuple(map(int,s.split()))

for n,i in enumerate(t):

if t.count(i)>1:

print (n, end=' ')

**Задание 8.** Имеется двумерный кортеж, размером 5 x 5 элементов:

t = ((1, 0, 0, 0, 0),

     (0, 1, 0, 0, 0),

     (0, 0, 1, 0, 0),

     (0, 0, 0, 1, 0),

     (0, 0, 0, 0, 1))

Вводится натуральное число N (N < 5). Необходимо на основе кортежа t сформировать новый аналогичный кортеж t2 размером N x N элементов. Результат вывести на экран в виде таблицы чисел.

**Входные данные:**

3

**Выходные данные:**

1 0 0

0 1 0

0 0 1

t = ((1, 0, 0, 0, 0),

(0, 1, 0, 0, 0),

(0, 0, 1, 0, 0),

(0, 0, 0, 1, 0),

(0, 0, 0, 0, 1))

N = int(input())

t2 = ()

for i in range(N):

t2 += t[i][:N],

for i in t2:

print (\*i)

или

**t = tuple(map(tuple, \_\_import\_\_('numpy').array(t)[0:n, 0:n]))**

**print(\*[' '.join(map(str, row)) for row in t], sep='\n')**

**Задание 9.** Вводятся пункты меню (каждый пункт с новой строки) в формате:

название\_1 URL-адрес\_1  
название\_2 URL-адрес\_2  
...  
название\_N URL-адрес\_N

Необходимо эту информацию представить в виде вложенного кортежа menu в формате:

((название\_1, URL-адрес\_1), (название\_2, URL-адрес\_2), ... (название\_N, URL-адрес\_N))

Результат вывести на экран в виде кортежа командой:

print(menu)

P. S. Для считывания списка целиком в программе уже записаны начальные строчки.

**Входные данные:**

Главная home

Python learn-python

Java learn-java

PHP learn-php

**Выходные данные:**

(('Главная', 'home'), ('Python', 'learn-python'), ('Java', 'learn-java'), ('PHP', 'learn-php'))

**tup\_end = tuple(tuple(i.split()) for i in lst\_in)**

Функции all() и any()

На этом занятии мы поговорим о функциях all() и any(). Первым делом посмотрим, что они делают и зачем нужны? Начнем с функции all() и очень простого примера. Предположим, что есть список булевых значений:

a = [True, True, True, True]

И мы хотим узнать, принимают ли все они значение True? Для этого, как раз и используется функция all(), которая на вход принимает итерируемый объект и все его значения приводит к булевым величинам:

all(a)

Если все значения равны True, то на выходе получаем True. Если же, хотя бы одно значение принимает False, то на выходе будет False:

all([True, True, False, True])

Но, как вы понимаете, значения в списках могут быть любыми, например, такими:

a = [0, 1, 2.5, "", "python", [], [1, 2], {}]

И к нему тоже можно применить функцию all():

all(a)

Ну и, наверное, самый главный вопрос, где это имеет смысл применять? Давайте представим, что мы делаем игру «Крестики-нолики» и хотели бы на каждом шаге определять, есть ли выигрышная позиция, например, у крестиков? Для простоты сделаем это следующим образом. Все поле из девяти клеток я представлю одномерным списком (сейчас вы узнаете, зачем):

P = ['x', 'x', 'o', 'x', 'x', 'x', 'o', 'x', 'x']

![https://proproprogs.ru/htm/python_base/files/python3-funkcii-all-i-any-primery-ih-ispolzovaniya.files/image001.jpg](data:image/jpeg;base64,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)

Тогда, чтобы проверить выигрышные ситуации по строкам, можно воспользоваться функцией all(), следующим образом:

res1 = all(x == 'x' for x in P[:3])  
res2 = all(x == 'x' for x in P[3:6])  
res3 = all(x == 'x' for x in P[6:])  
  
print(res1, res2, res3)

Смотрите, мы здесь используем вложенный вызов функции map(), чтобы правильно преобразовать крестики в True, а нолики – в False, иначе бы все преобразовалось в True. Далее, срез для каждой строки на выходе функции map() обрабатывается функцией all() и получаем результат: True – есть выигрышная комбинация; False – нет выигрышной комбинации.

Кстати, внимательный и грамотный зритель здесь сразу должен возмутиться из-за дублирования кода – три раза записана одна и та же анонимная функция.

Для второй функции я приведу такой короткий пример. Предположим, мы делаем игру «Сапер» и игровое поле также представлено в виде одномерного списка длиной NxN элементов:

N = 10

P = [0] \* (N\*N)

Далее, если в этом списке появляется хотя бы одна мина (отметим ее звездочкой):

P[4] = '\*'

то игрок проигрывает. Чтобы узнать, наступил ли игрок на мину, удобно воспользоваться функцией any():

loss = any(map(lambda x: x == '\*', P))

print(loss)

После запуска программы увидим значение True, то есть, игрок проиграл. А если мину поставить в комментарий и снова запустить, то увидим значение False.

Вот два простых примера, где удобно применять эти две функции any() и all().

Кортежи в питоне представляют собой простую структуру данных для группировки произвольных объектов. Кортежи являются неизменяемыми — они не могут быть изменены после их создания.

Обратная сторона кортежей — это то, что мы можем получать данные из них используя только числовые индексы. Вы не можете дать имена отдельным элементам сохранённым в кортеже. Это может повлиять на читаемость кода

## Именованные кортежи

Мощная особенность и настоящая гордость языка.

Именованный кортеж (или named tuple) позволяет программисту обращаться к элементу кортежа не по индексу, а через удобочитаемый заранее заданный идентификатор.

Посмотрим на примере:

from collections import namedtuple  
  
citizen = namedtuple("гражданин", "name age status")  
Ivan = citizen(name='Иван Петров', age=27, status='машинист')  
print(Ivan)  
print(Ivan.status)

Точечная нотация при обращении к свойству объекта может вызвать невольную ассоциацию с классами. В общем-то одно из применений namedtuple как раз связано с ситуациями, когда нужно передать несколько свойств объекта одним куском.

Это одна из прекрасных фич в питоне, которая скрыта с первого взгляда.

Гораздо чаще используются словари.

# Введение в словари (dict). Базовые операции над словарями

Итак мы уже изучили все перебираемые по индексу типы данных

s = 'Python' *# строка (str)*l = [3, 7, 5.5, 'Python', True] *# список (list)*t = (3, 7, 5.5, 'Python', True) *# множество (tuple)*r = range(20) *# прогрессия (range)*

Это строка и 3 коллекции. Доступ к элементам через квадратные скобки по индексу.

Но представим, что мы должны шарики раскладывать по цветам, каждый в свою коробочку.

# red

# blue

# yellow

# green

Красные в нулевую, синие во вторую, желтые в третью и т.д.

Но как только шариков станет много 7±2 человеческая память начнет давать сбой.

Мы начнем забывать под каким индексом где-какие шарики лежат.

Т.е. если цветов станет 20, мы будем путаться с коробочками.

А если коробочки подписать, то всё встанет на место. Человек проще с именами.

ball\_lst = [5,7,11,10]

Поэтому во всех языках программирования присутствуют ассоциативные списки, хеш-таблицы (ключ-значение), мапы, dict.

Словарь в Python (он же ассоциативный список) — это тот-же список, но с небольшими отличиями.

Индексов нет. Точнее, в качестве индекса (который в словаре будет называться ключ) могут выступать не только числа, но и любые другие типы данных (даже другие коллекции!).

Грубо говоря, имена и значения.

А вместо индексов – ключи!

balls = {'red': 5, 'blue': (1, 2, 3), 'green': [10, 11]}  
print(balls)

Н уровне структуры данных ключи словаря – это неповторяющиеся значения.

Ключи уникальны, а значения могут повторяться.

Таким образом, ключи это? Неизменяемые типы данных! Какие?

str, int, float, bool, tuple, range

Значение словаря? Любые типы данных!

С точки зрения

Словарь изменяемый тип данных.

Когда мы в памяти переменные создаем. Где они хранятся?

С словаре! Имя переменной и есть ключ. Гарантированно!

Словарь легко преобразуется в json. Раньше был xml, но пик популярности у него прошел.

Обращение к значениям словаря происходит по ключам

print(balls['blue'])

Если ключа нет, мы получим ошибку

Где коллизия?

balls = {'red': 5, 'blue': (1, 2, 3), 'blue': [10, 11]}  
print(balls)  
print(balls['blue'])

Какое значение получим по ключу blue?

А сейчас?

balls = {  
 'red': 5,  
 'blue': (1, 2, 3),  
 'blue': [10, 11],  
 'blue': {'red': 5, 'blue': (1, 2, 3), 'blue': [10, 11]}  
}  
print(balls)  
print(balls['blue'])

А в такой ситуации

print(balls)  
print(balls['blue']['blue'])  
print(balls['blue'])

Также допустимы пропуски, если мы все-таки будем использовать в качестве ключа целое число, например у нас может быть элемент связанный с ключем 5, но при этом отсутствовать элемент связанный с ключем 4.

Что все это значит на практике? Всего-лишь, то, что в квадратных скобках для обращения к элементу по “индексу” мы можем указывать произвольный тип, например allMyCats[“Murka”].

Давайте поэкспериментируем с шарами. С учетом знаний типов данных

balls = {  
 'red': 5,  
 'blue': (1, 2, 3),  
 'blue': [10, 11],  
 'blue': {'red': 5, 'blue': (1, 2, 3), 'blue': [10, 11]}  
}

Что мы увидим в консоли

balls['red'] += 5  
balls['blue'] += 5  
balls['blue']['red'] += 5  
balls['black'] = 10

print(balls)

Далее

Вернемся в коробочка с шарами

balls = {  
 'red': 5,  
 'blue': 1,  
 'green': 2,  
 'yellow': 0  
}

Поищем синие шары

print ('blue' in balls)  
print(balls.get('pink', 'Нет такого ключа'))

Следующая ситуация

if 'white' not in balls:  
 balls['white'] = 1  
else:  
 balls['white'] = 1  
  
print(balls)

pprint.pprint(balls, width=20)

Без знания физики мир становится удивительным и чудесным.

Без знания химии, человек верит в любовь, а со знанием биохимии гормонов строит долгий и счастливый брак.

Так же и в программировании. Чем дальше, тем меньше магии и волшебства.

Одни и те же механизмы.

Практическая задача: Найти частоту вхождения каждого символа в строку

‘Hello, Python’

str\_ = 'Hello, Python'.replace(' ','')  
  
count\_char = {}  
  
for char in str\_:  
 if char in count\_char:  
 count\_char[char] += 1  
 else:  
 count\_char[char] = 1

pprint.pprint(count\_char, width=20)

Еще короче

for char in str\_:  
 if not char in count\_char:  
 count\_char[char] = str\_.count(char)

или if char not in count\_char:

Давайте представим, что мы в программе хотели бы описать, следующие зависимости:

house -> дом  
car -> машина  
tree -> дерево  
road -> дорога  
river -> река

Если определить значения через список:

d = ["дом", "машина", "дерево", "дорога", "река"]
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то мы получим коллекцию, где каждое значение (русское слово) будет связано с числом – индексом. И изменить эти индексы невозможно – они создаются автоматически самим списком. А нам бы хотелось обращаться к этим значениям по английским словам. Как раз это позволяет делать словарь. Он формирует коллекцию в виде ассоциативного массива с доступом к элементу по ключу.

Для создания словаря используется следующий синтаксис:

{key1: value1, key2: value2, …, keyN:valueN}

и он определяет неупорядоченную коллекцию данных, то есть, данные в словаре не имеют строгого порядка следования. Располагаться они могут произвольным образом, но всегда связаны с одним, строго определенным ключом.

В нашем конкретном случае словарь можно определить, так:

d = {"house": "дом", "car": "машина",

     "tree": "дерево", "road": "дорога",

     "river": "река"}

![https://proproprogs.ru/htm/python_base/files/python3-vvedenie-v-slovari-dict-bazovye-operacii-nad-slovaryami.files/image002.jpg](data:image/jpeg;base64,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)

Как видите, мы можем записывать значения в несколько строчек, не обязательно все писать в одну.

После создания словаря, мы можем по ключу получать нужное нам значение. Для этого записываются квадратные скобки и в них указывается ключ:

d["house"]

возвращается значение «дом», которое связано с этим ключом. Если же указать не существующий ключ:

d[100]

то получим ошибку. Разумеется, ключи в словарях всегда уникальны. Если записать два одинаковых:

d = {"house": "дом", "house": "дом 2", "car": "машина"}

то ключ «house» будет ассоциирован с последним значением – «дом 2».

Также для определения словаря в Python существует специальная встроенная функция dict(). Ей, в качестве аргументов, через запятую перечисляются пары в формате ключ=значение:

d2 = dict(one = 1, two = 2, three = "3", four = "4")

Здесь ключи преобразовываются в строки и должны определяться, как и имена переменных. Например, использовать числа уже не получится:

d2 = dict(1 = "one", two = 2, three = "3", four = "4")

Это неверное имя переменной. Обратите внимание на эти два способа создания словарей.

Один из плюсов этой функции – возможность создать словарь из списка специального вида. Что это за вид? Например, такой:

lst = [[2, "неудовлетворительно"], [3, "удовлетворительно"], [4, "хорошо"], [5, "отлично"]]

Здесь вложенные списки состоят из двух элементов, которые функцией dict() интерпретируются как ключ и значение. Если мы сформируем словарь:

d3 = dict(lst)

то, как раз, увидим такую структуру данных. Причем, в этом случае, в качестве ключей можно уже выбирать и другие типы данных, не только строки, например, числа.

Если вызвать эту функцию без параметров:

d = dict()

то получим пустой словарь. Это эквивалентно такой записи:

d = {}

и, чаще всего, она используется на практике, так как короче.

Давайте теперь ответим на вопрос: а что вообще можно использовать в качестве ключей? Какие типы данных? В наших примерах это было или число, или строка. Что можно брать еще? На самом деле любые неизменяемые типы. Обратите внимание – неизменяемые! Например, можно написать так:

d[True] = "Истина"

d[False] = "Ложь"

Здесь ключи – булевы значения. В результате, получим словарь:

{True: 'Истина', False: 'Ложь'}

Также этот пример показывает, что, присваивая словарю значение с новым ключом, оно автоматически добавляется в словарь. В результате, наш изначально пустой словарь стал содержать две записи. Если же мы существующему ключу присваиваем другое значение:

d[True] = 1

то он просто поменяет свое значение в словаре. Вот так можно добавлять и менять значения словаря. То есть, словарь относится к изменяемым типам.

А вот если ключом указать список:

d[[1,2]] = 1

то возникнет ошибка, т.к. список – это изменяемый объект. Вообще, чаще всего в качестве ключей используются строки или числа.

Это то, что касается ключей, а вот на значения словаря никаких ограничений не накладывается – там могут самые разные данные:

d = {True: 1, False: "Ложь", "list": [1,2,3], 5: 5}

## Операторы и функции работы со словарем

В заключение этого занятия рассмотрим некоторые операторы и функции работы со словарем. С помощью функции:

len(d)

можно определить число элементов в словаре. Оператор:

del d[True]

выполняет удаление пары ключ=значение для указанного ключа. Если записать несуществующий ключ:

del d["abc"]

то оператор возвращает ошибку. Поэтому перед удалением лучше проверить существует ли данный ключ в словаре с помощью оператора in:

"abc" in d

Обратите внимание, оператор in проверяет именно наличие ключа, а не значения. Например, если добавить это значение:

d[1] = "abc"

и повторно выполнить команду:

"abc" in d

то увидим значение False.

Также можно делать противоположную проверку на отсутствие ключа, прописывая дополнительно оператор not:

"abc" not in d

Надеюсь, вы поняли, что такое словарь, как можно его задавать и обращаться к элементам этой коллекции по ключам. Познакомились с функцией dict() для создания словарей, функцией len() – для определения числа элементов и операторами in и del. Для закрепления этого материала подготовлены практические задания, после которых мы продолжим работу со словарями.

## Задания на словари-1

**Задание 1.** Вводятся данные в формате ключ=значение в одну строчку через пробел. Значениями здесь являются целые числа (см. пример ниже). Необходимо на их основе создать словарь d с помощью функции dict() и вывести его на экран командой:

print(\*(d.items()))

**Входные данные:**

one=1 two=2 three=3

**Выходные данные:**

('one', 1) ('three', 3) ('two', 2)

s = list((input().split(' ')))

d = {}

for i in s:

d[i.split('=')[0]] = int(i.split('=')[1])

print (\*sorted(d.items()))

lst = [i.split('=') for i in input().split()]

d = {i: int(v) for i, v in lst}

print(\*sorted(d.items()))

**Задание 2.** На вход программы поступают данные в виде набора строк в формате:

ключ1=значение1  
ключ2=значение2  
...  
ключN=значениеN

Ключами здесь выступают целые числа (см. пример ниже). Необходимо их преобразовать в словарь d (без использования функции dict()) и вывести его на экран командой:

print(\*sorted(d.items()))

P. S. Для считывания списка целиком в программе уже записаны начальные строчки.

**Входные данные:**

5=отлично

4=хорошо

3=удовлетворительно

**Выходные данные:**

(3, 'удовлетворительно') (4, 'хорошо') (5, 'отлично')

lst\_in = ["5=отлично", "4=хорошо", "3=удовлетворительно"]  
  
d = {}  
  
for i in lst\_in:  
 x,y = i.split('=')  
 d[int(x)]=y  
  
print (\*sorted(d.items()))

или

lst = [i.split('=') for i in lst\_in]

d = {int(i): v for i, v in lst}

print(\*sorted(d.items()))

или

d = {}

for s in lst\_in:

row = s.split('=')

d[int(row[0])] = row[1]

print(\*sorted(d.items()))

**Задание 3.** Вводятся данные в формате ключ=значение в одну строчку через пробел. Необходимо на их основе создать словарь, затем проверить, существуют ли в нем ключи со значениями: 'house', 'True' и '5' (все ключи - строки). Если все они существуют, то вывести на экран ДА, иначе - НЕТ.

**Входные данные:**

вологда=город house=дом True=1 5=отлично 9=божественно

**Выходные данные:**

ДА

s0 = 'вологда=город house=дом True=1 5=отлично 9=божественно'  
s1 = list(map(str, s0.split(' ')))  
d = {}  
for s in s1:  
 key,value = s.split('=')  
 d[key]=value  
if 'house' in d and 'True' in d and '5' in d:  
 print ('ДА')  
  
else:  
 print('НЕТ')

или

d = dict([i.split('=') for i in input().split()])

print('ДА' if 'house' in d and 'True' in d and '5' in d else 'НЕТ'

print('ДА' if all(i in d for i in ('house', 'True', '5')) else "НЕТ")

## Методы словаря, перебор элементов словаря в цикле

Мы продолжаем изучение словарей языка Python. Это занятие начнем с ознакомления основных методов, которые есть у этой коллекции.

Посмотрим на

d = {'one': '1', 'two': '2', 'three': '3'}  
print(d.values())  
print(d.keys())  
print(d.items())

Результат:

dict\_values(['1', '2', '3'])

dict\_keys(['one', 'two', 'three'])

dict\_items([('one', '1'), ('two', '2'), ('three', '3')])

Метод items возвращает множество-подобный (set-like), состоящий из уникальных не повторяющихся элементов, объект типа dict\_items, состоящий из списка кортежей пар ключ-значение.

Метод keys возвращает множество-подобный (set-like), состоящий из уникальных не повторяющихся элементов, объект типа dict\_keys, состоящий из списка ключей словаря.

Метод values возвращает множество-подобный (set-like), состоящий из уникальных не повторяющихся элементов, объект типа dict\_values, состоящий из списка значений словаря.

d = {'one': '1', 'two': '2', 'three': '3'}

it = d.items()  
print(it)  
del d['one']  
print(it)

Результат:

dict\_items([('one', '1'), ('two', '2'), ('three', '3')])

dict\_items([('two', '2'), ('three', '3')])6

Соответственно, мы можем и дальше преобразовывать эти структуры данных:

d = {'one': '1', 'two': '2', 'three': '3'}  
vals = d.values()  
  
print(list(vals)[0)

и так далее

vals = d.values()  
keys = d.keys()  
items = d.items()  
  
print(list(vals))  
print(list(keys))  
print(list(items))

['1', '2', '3']

['one', 'two', 'three']

[('one', '1'), ('two', '2'), ('three', '3')]

Т.е. изначально работать с такими set-подобными структурами мы не можем, а после преобразования – легко!

И даже так

print(dict(items))

получим исходный словарь

{'one': '1', 'two': '2', 'three': '3'}

Начнем с метода

dict.fromkeys(список[, значение по умолчанию])

который формирует словарь с ключами, указанными в списке и некоторым значением. Например, передадим методу список с кодами стран:

a = dict.fromkeys(["+7", "+6", "+5", "+4"])

в результате, получим следующий словарь:

{'+7': None, '+6': None, '+5': None, '+4': None}

Обратите внимание, все значения у ключей равны None. Это значение по умолчанию. Чтобы его изменить используется второй необязательный аргумент, например:

a = dict.fromkeys(["+7", "+6", "+5", "+4"], "код страны")

на выходе получаем словарь с этим новым указанным значением:

{'+7': 'код страны', '+6': 'код страны', '+5': 'код страны', '+4': 'код страны'}

## Преобразуем список в словарь при помощи генератора словаря

Для преобразования списка Python в словарь также можно использовать генератор словаря.

Генератор словаря похож на генератор списка в том, что оба они создают новое значение соответствующего типа данных.

fruits = ["Apple", "Pear", "Peach", "Banana"]

fruit\_dictionary = {fruit : "In stock" for fruit in fruits}

print(fruit\_dictionary

Для начала мы объявили список фруктов (fruits), где хранятся их названия, которые мы хотим перенести в словарь.

Затем мы использовали генератор словаря, чтобы пройтись по каждому элементу в списке fruits. Для каждого фрукта в нашем списке мы добавили элемент в новый словарь. При этом каждому фрукту мы присвоили значение In stock.

Наконец, мы вывели наш новый словарь в консоль. Можем запустить наш код, и он выведет то же самое, что и в первом примере.

Конвертируем два списка в словарь при помощи zip()

В нашем последнем примере мы преобразовываем в словарь один список и присваиваем одинаковое значение по умолчанию для каждого ключа в словаре. Но можно преобразовать в словарь и два списка. Давайте попробуем это сделать.

Для этого мы можем использовать такую функцию Python, как [zip()](https://pythonist.ru/ispolzuem-zip-dlya-parnoj-iteraczii/" \t "_blank). Она позволяет объединить два списка. Элементы одного списка мы можем использовать в качестве ключей для словаря, а элементы второго — в качестве значений.

Итак, предположим, что у нас есть два списка: один содержит названия фруктов, а другой – их цены. Мы хотим создать единый словарь, в котором будет храниться название фрукта и его цена.

Для выполнения этой задачи мы можем использовать следующий код:

fruits = ["Apple", "Pear", "Peach", "Banana"]

prices = [0.35, 0.40, 0.40, 0.28]

fruit\_dictionary = dict(zip(fruits, prices))

print(fruit\_dictionary)

Что же мы сделали? Во-первых, мы определили два списка: список фруктов fruits и список цен prices.

Затем мы использовали функцию zip(), чтобы объединить наши списки. Эта функция возвращает список кортежей. Поскольку нам нужен словарь, для преобразования наших кортежей мы использовали dict().

В конце мы вывели содержимое нашего нового словаря в консоль.

Проверим себя

months = 'Сентябрь', 'Октябрь', 'Ноябрь', 'Сентябрь'  
days = 1, 2, 3

res = dict(zip(months,days))  
  
print(len(res))

Какая длина словаря

Результат

{'Сентябрь': 1, 'Октябрь': 2, 'Ноябрь': 3}

А если вот так

days = 1, 2, 3, 4

А сейчас какая длина у словаря

months = 'Сентябрь', 'Октябрь', 'Сентябрь', 'Ноябрь', 'Декабрь'  
days = 1, 2, 3, 4  
  
res = dict(zip(months,days))

В случае с кортежами или списками, ситуация была бы другая.

Следующий метод

d.clear()

служит для очистки словаря, то есть, удаления всех его элементов.

Далее, для создания копии словаря используется метод copy:

d = {True: 1, False: "Ложь", "list": [1,2,3], 5: 5}

d2 = d.copy()

d2["list"] = [5,6,7]

print(d)

print(d2)

Также копию можно создавать и с помощью функции dict(), о которой мы с вами говорили на предыдущем занятии:

d2 = dict(d)

Результат будет абсолютно таким же, что и при вызове метода copy().

Следующий метод get позволяет получать значение словаря по ключу:

d.get("list")

Его отличие от оператора

d["list"]

в том, что при указании неверного ключа не возникает ошибки, а выдается по умолчанию значение None:

print(d.get(3))

Это значение можно изменить, указав его вторым аргументом:

print( d.get(3, False) )

Похожий метод

dict.setdefault(key[, default])

возвращает значение, ассоциированное с ключом key и если его нет, то добавляет в словарь со значением None, либо default – если оно указано:

d.setdefault("list")

d.setdefault(3)

Добавит ключ 3 со значением None. Удалим его:

del d[3]

d.setdefault(3, "three")

тогда добавится этот ключ со значением «three». То есть, этот метод способен создать новую запись, но только в том случае, если ключ отсутствует в словаре.

Следующий метод

d.pop(3)

удаляет указанный ключ и возвращает его значение. Если в нем указывается несуществующий ключ, то возникает ошибка:

d.pop("abc")

Но мы можем легко исправить ситуацию, если в качестве второго аргумента указать значение, возвращаемое при отсутствии ключа:

d.pop("abc", False)

Здесь возвратится False. Если же ключ присутствует, то возвращается его значение.

Следующий метод

d.popitem()

выполняет удаление произвольной записи из словаря. Если словарь пуст, то возникает ошибка:

d2 = {}

d2.popitem()

Следующий метод

d.keys()

возвращает коллекцию ключей. По умолчанию цикл for обходит именно эту коллекцию, при указании словаря:

d = {True: 1, False: "Ложь", "list": [1,2,3], 5: 5}

for x in d:

    print(x)

то есть, эта запись эквивалента такой:

for x in d.keys():

...

Если же вместо keys записать метод values:

for x in d.values():

...

то обход будет происходить по значениям, то есть, метод values возвращает коллекцию из значений словаря.

Последний подобный метод items

for x in d.items():

...

возвращает записи в виде кортежей: ключ, значение. О кортежах мы уже говорили, здесь лишь отмечу, что к элементу кортежа можно обратиться по индексу и вывести отдельно ключи и значения:

print(x[0], x[1])

Или, используя синтаксис множественного присваивания:

x,y = (1, 2)

можно записать цикл for в таком виде:

for key, value in d.items():

    print(key, value)

что гораздо удобнее и нагляднее.

Следующий метод update() позволяет обновлять словарь содержимым другого словаря. Например, есть два словаря:

d = dict(one = 1, two = 2, three = "3", four = "4")

d2 = {2: "неудовлетворительно", 3: "удовлетворительно", 'four': "хорошо", 5: "отлично"}

И мы хотим первый обновить содержимым второго:

d.update(d2)

Смотрите, ключ four был заменен строкой «хорошо», а остальные, не существующие ключи были добавлены.

Еще способ, доступный в Pt с версии 3.9

d1 = {'Сентябрь': 10, 'Октябрь': 11, 'Ноябрь': 12}  
d2 = {'Январь': 1, 'Февраль': 2, 'Март ': 3, 'Сентябрь': 100}  
  
d3 = d1 | d2  
d1.update(d2)  
  
print(d3)  
print(d1)

Или

Если же нам нужно создать новый словарь, который бы объединял содержимое обоих, то для этого можно воспользоваться конструкцией:

d3 = {\*\*d1, \*\*d2}

Однако, детально как она работает будет понятно позже, когда мы познакомимся с операторами распаковки коллекций.

holidays = {  
 'January': (1, 2, 3, 4, 5, 6, 7, 8),  
 'February': (23),  
 'March': (8)  
}

Что мы увидим в принте?

print(holidays['January'][0])

А в этом случае

holidays = {  
 1: (1, 2, 3, 4, 5, 6, 7, 8),  
 2: (23),  
 3: (8)  
}  
  
print(holidays[1][0])

А сейчас как вытащить цифру 1

holidays = {  
 (1,2) : (1, 2, 3, 4, 5, 6, 7, 8),  
 2: (23),  
 3: (8)  
}

Итак, на этом занятии мы с вами познакомились с основными методами словарей, а также способами их перебора и объединения. Для закрепления этого материала выполните практические задания и переходите к следующему уроку.

## Задания на словари-2

**Задание 1.** Вводится список целых чисел в одну строчку через пробел. С помощью словаря выделите только уникальные (не повторяющиеся) введенные значения и, затем, сформируйте список из уникальных чисел. Выведите его на экран в виде набора чисел, записанных через пробел. Решить двумя способами (через множества и словари)

**Входные данные:**

8 11 -4 5 2 11 4 8

**Выходные данные:**

8 11 -4 5 2 4

d = {}

s = list(map(int, input().split()))

for i in s:

if i in d:

continue

else:

d[i] = i

print (\*d.keys())

**Задание 2.** Вводятся данные в формате ключ=значение в одну строчку через пробел. Необходимо на их основе создать словарь d, затем удалить из этого словаря ключи 'False' и '3', если они существуют. Ключами и значениями словаря являются строки. Вывести полученный словарь на экран командой:

print(\*sorted(d.items()))

**Входные данные:**

лена=имя дон=река москва=город False=ложь 3=удовлетворительно True=истина

**Выходные данные:**

('True', 'истина') ('дон', 'река') ('лена', 'имя') ('москва', 'город')

s = input().split() # ввод данных 'one=1','two=2','three=3'

lst = [s[i].split('=') for i in range(len(s))] # разбивка данных .,через list comprehension [s[элемент].split('=') пробегаемся по длинне списка (всего 3 элемента)].Таким образом у нас сейчас данные получаются 'one' '1' и т.д.

d = dict(lst) # делаем словарь

for key in d: # цикл чтобы получить пару строка : число

d[key] = int(d[key])

print(\*sorted(d.items()))

**Задание 3.** Вводятся номера телефонов в одну строчку через пробел с разными кодами стран: +7, +6, +2, +4 и т.д. Необходимо составить словарь d, где ключи - это коды +7, +6, +2 и т.п., а значения - список номеров (следующих в том же порядке, что и во входной строке) с соответствующими кодами. Полученный словарь вывести командой:

print(\*sorted(d.items()))

**Входные данные:**

+71234567890 +71234567854 +61234576890 +52134567890 +21235777890 +21234567110 +71232267890

**Выходные данные:**

('+2', ['+21235777890', '+21234567110']) ('+5', ['+52134567890']) ('+6', ['+61234576890']) ('+7', ['+71234567890', '+71234567854', '+71232267890'])

lst = input().split() # создаём список номеров

d\_keys = dict([[number[:2], 0] for number in lst]) # создаём словарь, состоящий из кодов операторов в качестве клюей и "пустых значений". (Поскольку нам от этого словаря нужны только ключи, лучше бы мы использовали set(), но, пока мы не знаем, что такое set(), такой костыль)

d = dict([[key, [number for number in lst if key in number]] for key in d\_keys]) # по найденым ключам формируем требуемый словарь.

print(\*sorted(d.items())

**Задание 4.** Пользователь вводит в цикле целые положительные числа, пока не введет число 0. Для каждого числа вычисляется квадратный корень (с точностью до сотых) и значение выводится на экран (в столбик). С помощью словаря выполните кэширование данных так, чтобы при повторном вводе того же самого числа результат не вычислялся, а бралось ранее вычисленное значение из словаря. При этом на экране должно выводиться:

значение из кэша: <число>

**Входные данные:**

1

2

3

3

2

4

0

**Выходные данные:**

1.0

1.41

1.73

значение из кэша: 1.73

значение из кэша: 1.41

2.0

d = {}

while True:

x = int(input())

if x == 0:

break

if x in d:

print ('значение из кэша:', d[x])

else:

d[x] = round(x \*\* 0.5,2)

print (d[x])

**Задание 5.** Тестовый веб-сервер возвращает HTML-страницы по URL-адресам (строкам). На вход программы поступают различные URL-адреса. Если адрес пришел впервые, то на экране отобразить строку (без кавычек):

"HTML-страница для адреса <URL-адрес>"

Если адрес **приходит** повторно, то следует взять строку "HTML-страница для адреса <URL-адрес>" из словаря и вывести на экран сообщение (без кавычек):

"Взято из кэша: HTML-страница для адреса <URL-адрес>"

Сообщения выводить каждое с новой строки.

P. S. Для считывания списка целиком в программе уже записаны начальные строчки.

**Входные данные:**

ustanovka-i-zapusk-yazyka

ustanovka-i-poryadok-raboty-pycharm

peremennyye-operator-prisvaivaniya-tipy-dannykh

arifmeticheskiye-operatsii

ustanovka-i-poryadok-raboty-pycharm

**Выходные данные:**

HTML-страница для адреса ustanovka-i-zapusk-yazyka

HTML-страница для адреса ustanovka-i-poryadok-raboty-pycharm

HTML-страница для адреса peremennyye-operator-prisvaivaniya-tipy-dannykh

HTML-страница для адреса arifmeticheskiye-operatsii

Взято из кэша: HTML-страница для адреса ustanovka-i-poryadok-raboty-pycharm

**Задание 6.** Имеется словарь с наименованиями предметов и их весом (в граммах):

things = {'карандаш': 20, 'зеркальце': 100, 'зонт': 500, 'рубашка': 300,

          'брюки': 1000, 'бумага': 200, 'молоток': 600, 'пила': 400, 'удочка': 1200,

          'расческа': 40, 'котелок': 820, 'палатка': 5240, 'брезент': 2130, 'спички': 10}

Сергей собирается в поход и готов взвалить на свои хрупкие плечи максимальный вес в N кг (вводится с клавиатуры). Он решил класть в рюкзак предметы в порядке убывания их веса (сначала самые тяжелые, затем, все более легкие) так, чтобы их суммарный вес не превысил значения N кг. Все предметы даны в единственном экземпляре. Выведите список предметов (в строчку через пробел), которые берет с собой Сергей в порядке убывания их веса.

P. S. 1 кг = 1000 грамм

**Входные данные:**

10

**Выходные данные:**

палатка брезент удочка брюки пила карандаш спички

things = {'карандаш': 20, 'зеркальце': 100, 'зонт': 500, 'рубашка': 300,

'брюки': 1000, 'бумага': 200, 'молоток': 600, 'пила': 400, 'удочка': 1200,

'расческа': 40, 'котелок': 820, 'палатка': 5240, 'брезент': 2130, 'спички': 10}

n = int(input()) \* 1000

res = 0

**for** key **in** sorted(things, key = **lambda** x : things.get(x), reverse = True):

    weight = things.get(key)

**if** res + weight > n:

**continue**

**else**:

        res += weight

**print**(key,end = ' ')

# Множества (set) и их методы

На этом занятии мы с вами познакомимся с последней базовой коллекцией – множествами.

Формально, множество (set) – это неупорядоченная коллекция уникальных элементов. Уникальных, то есть, в ней отсутствуют дублирующие значения.

Для задания множества используются фигурные скобки, в которых через запятую перечисляются значения элементов:

a = {1, 2, 3, "hello"}

Это немного похоже на определение словаря, но в отличие от него, здесь не прописываются ключи – только значения. В результате получаем совершенно другой тип объекта – множество:

type(a)

Так как множество состоит только из уникальных значений, то попытка в него поместить несколько одинаковых значений:

a = {1, 2, 3, "hello", 2, 3, "hello"}

приведет к тому, что останутся только не повторяющиеся. Это ключевая особенность работы данной коллекции – она автоматически отбрасывает все дубли.

Во множество мы можем записывать только неизменяемые данные, такие как:

* числа;
* булевы значения;
* строки;
* кортежи

a = {1, 4.5, "hi", "hi", (4, True), ("a", False)}

А вот изменяемые типы данных:

* списки;
* словари;
* множества

добавлять нельзя, будет ошибка:

b = {[1, 2], 3, 4}

b = {{1: 1, 2: 2}, 3, 4}

b = {{1, 2}, 3, 4}

Для создания множества используется встроенная функция set(). Если ее записать без аргументов:

set()

то получим пустое множество. Но, обратите внимание, если попытаться создать пустое множество вот так:

b = {}  *# словарь*

то получим не пустое множество, а пустой словарь! Пустое множество создается именно с помощью функции set(). Вот этот момент нужно запомнить.

Если указать какой-либо итерируемый объект, например, список:

set([1, 2, 1, 0, -1, 2])

то получим множество, состоящее из уникальных значений этого списка. Или, если передать строку:

set("abrakadabra")

то увидим множество из уникальных символов этой строки. И так для любого итерируемого объекта, даже можно прописать функцию range():

b = set(range(7))

Обратите внимание, множества представляют собой неупорядоченную коллекцию, то есть, значения элементов могут располагаться в них в любом порядке. Это также означает, что с множествами нельзя выполнять операции доступа по индексу или срезам:

b[0]

приведет к ошибке.

Для чего вообще может потребоваться такая коллекция в программировании? Я, думаю, большинство из вас уже догадались – с их помощью, например, можно легко и быстро убирать дубли из данных. Представим, что некоторая логистическая фирма составила список городов, куда доставляли товары:

cities = ["Калуга", "Краснодар", "Тюмень", "Ульяновск", "Москва", "Тюмень", "Калуга", "Ульяновск"]

И отдел статистики хотел бы получить список уникальных городов, с которыми было сотрудничество. Очевидно, это можно сделать с помощью множества:

set(cities)

Обратите внимание, порядок городов может быть любым, так как множество – неупорядоченная коллекция данных. Мало того, мы можем этот полученный перечень снова преобразовать в список, используя функцию:

list(set(cities))

Все, мы отобрали уникальные города и представили их в виде списка. Видите, как это легко и просто можно сделать с помощью множеств.

А что если нам не нужен список уникальных городов, а достаточно лишь перебрать все элементы полученного множества:

q = set(cities)

Учитывая, что множество – это итерируемый объект, то пройтись по всем его элементам можно с помощью цикла for:

for c in q:

     print(c)

Здесь переменная c последовательно ссылается на значения элементов множества q и соответствующий город выводится в консоль. Или, то же самое можно сделать через механизм итераторов:

it = iter(q)

next(it)

Наконец, функция:

a = {"abc", (1, 2), 5, 4, True}

len(a)

возвратит нам число элементов в множестве. А для проверки наличия значения в множестве можно воспользоваться, уже знакомым нам оператором in:

"abc" in a

Он возвращает True, если значение имеется и False в противном случае. Или можно проверить на непринадлежность какого-либо значения:

7 not in a

## Методы добавления/удаления элементов множества

В заключение этого занятия рассмотрим методы для добавления и удаления элементов в множествах. Первый метод add() позволяет добавлять новое значение в множество:

b.add(7)

Значение будет добавлено только в том случае, если оно отсутствует в множестве b. Если попробовать, например, еще раз добавить семерку:

b.add(7)

то множество не изменится, но и ошибок никаких не будет.

Если в множество требуется добавить сразу несколько значений, то для этого хорошо подходит метод update():

b.update(["a", "b", (1, 2)])

В качестве аргумента указывается любой итерируемый объект, в данном случае, список, значения которого добавляются в множество с проверкой уникальности. Или, можно передать строку:

b.update("abrakadabra")

Получим добавку в виде уникальных символов этой строки. И так далее, в качестве аргумента метода update() можно указывать любой перебираемый объект.

Далее, для удаления элемента по значению используется метод discard():

b.discard(2)

Если еще раз попытаться удалить двойку:

b.discard(2)

то ничего не произойдет и множество не изменится.

Другой метод для удаления элемента по значению – remove():

b.remove(4)

но при повторном таком вызове:

b.remove(4)

возникнет ошибка, т.к. значение 4 в множестве уже нет. То есть, данный метод возвращает ошибку при попытке удаления несуществующего значения. Это единственное отличие в работе этих двух методов.

Также удалять элементы можно и с помощью метода pop:

b.pop()

При этом он возвращает удаляемое значение, а сам удаляемый элемент оказывается, в общем-то, случайным, т.к. множество – это неупорядоченная коллекция. Если вызвать этот метод для пустого множества, то возникнет ошибка:

c=set()

c.pop()

Наконец, если нужно просто удалить все элементы из множества, то используется метод:

b.clear()

На этом мы с вами завершим первое знакомство с множествами. Для закрепления материала, как всегда, вас ждут практические задания, а я буду всех вас ждать на следующем уроке.

## Задания на множества - 1

**Задание 2.** Вводится текст в одну строку, слова разделены пробелом. Необходимо подсчитать число уникальных слов (без учета регистра) в этом тексте. Результат (число уникальных слов) вывести на экран.

**Входные данные:**

Мама мыла раму а потом мыла кота и еще мыла пол

**Выходные данные:**

9

**Задание 3.** Вводится строка, содержащая латинские символы, пробелы и цифры. Необходимо выделить из нее все неповторяющиеся цифры (символы от 0 до 9) и вывести на экран в одну строку через пробел их в порядке возрастания значений. Если цифры отсутствуют, то вывести слово НЕТ.

**Входные данные:**

Python 3.9.11 - best language!

**Выходные данные:**

1 3 9

**Задание 4.** В ночном клубе фиксируется список гостей. Причем гости могут выходить из помещения, а затем, снова заходить. Тогда их имена фиксируются повторно. На вход программы поступает такой список (каждое имя записано с новой строки). Требуется подсчитать общее число гостей, которые посетили ночной клуб. Полагается, что гости имеют уникальные имена. На экран вывести общее число гостей клуба.

P. S. Для считывания списка целиком в программе уже записаны начальные строчки.

**Входные данные:**

Мария

Елена

Екатерина

Александр

Елена

Мария

**Выходные данные:**
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6.4 Множества (set) и их методы

Задание 5. В аккаунте youtube Сергея прокомментировали очередное видео. Некоторые посетители оставляли несколько комментариев. Требуется по списку комментариев определить уникальное число комментаторов. Комментарии поступают на вход программы в формате:

имя 1: комментарий 1  
имя 2: комментарий 2  
...  
имя N: комментарий N

Также полагается, что имена у разных комментаторов не совпадают. Вывести на экран общее число уникальных комментаторов.

P. S. Для считывания списка целиком в программе уже записаны начальные строчки.

Входные данные:

EvgeniyK: спасибо большое!

LinaTroshka: лайк и подписка!

Sergey Karandeev: крутое видео!

Евгений Соснин: обожаю

EvgeniyK: это повтор?

Sergey Karandeev: нет, это новое видео

Выходные данные:

4

**lst\_in = list(map(str.strip, sys.stdin.readlines()))**

**print(len(set([i.split(':')[0] for i in lst\_in])))**

## Операции над множествами, сравнение множеств

На этом занятии мы с вами будем говорить об операциях над ними – это:

* пересечение множеств;
* объединение множеств;
* вычитание множеств;
* вычисление симметричной разности.

Для простоты зададим два множества с числами:

setA = {1, 2, 3, 4}

setB = {3, 4, 5, 6, 7}

На их основе можно построить третье множество, как результат пересечения этих двух:

setA & setB

![https://proproprogs.ru/htm/python_base/files/python3-operacii-nad-mnozhestvami-sravnenie-mnozhestv.files/image001.jpg](data:image/jpeg;base64,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)

На выходе получаем новое множество, состоящее из значений, общих для множеств setA и setB. Это и есть операция пересечения двух множеств. При этом, исходные множества остаются без изменений. Здесь именно создается новое множество с результатом выполнения этой операции.

Разумеется, чтобы в дальнейшем в программе работать с полученным результатом, его нужно сохранить через какую-либо переменную, например, так:

res = setA & setB

Также допустима запись в виде:

setA &= setB

это будет эквивалент строчки:

setA = setA & setB

То есть, мы вычисляем результат пересечения и сохраняем его в переменной seta и, как бы, меняем само множество setA.

А вот если взять множество:

setC = {9, 10, 11}

которое не имеет общих значений с другим пересекающимся множеством, то результатом:

setA & setC

будет пустое множество.

Обычно, на практике используют оператор пересечения &, но вместо него можно использовать специальный метод:

setA = {1, 2, 3, 4}

setB = {3, 4, 5, 6, 7}

setA.intersection(setB)

Результат будет тем же, на выходе получим третье множество, состоящее из общих значений множеств setA и setB. Если же мы хотим выполнить аналог операции:

setA &= setB

то для этого следует использовать другой метод:

setA.intersection\_update(setB)

В результате, меняется само множество setA, в котором хранятся значения пересечения двух множеств.

Вот такие способы вычислений пересечения множеств существуют в Python.

## Объединение множеств

Следующая операция – это объединение двух множеств. Она записывается, так:

setA = {1, 2, 3, 4}

setB = {3, 4, 5, 6, 7}

setA | setB
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На выходе также получаем новое множество, состоящее из всех значений обоих множеств, разумеется, без их дублирования.

Или же можно воспользоваться эквивалентным методом:

setA.union(setB)

который возвращает множество из объединенных значений. При этом, сами множества остаются без изменений.

Операцию объединения можно записать также в виде:

setA |= setB

Тогда уже само множество setA будет хранить результат объединения двух множеств, то есть, оно изменится. Множество setB останется без изменений.

## Вычитание множеств

Следующая операция – это вычитание множеств. Например, для множеств:

setA = {1,2,3,4}

setB = {3,4,5,6,7}

операция

setA - setB

возвратит новое множество, в котором из множества setA будут удалены все значения, повторяющиеся в множестве setB:

{1, 2}
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Или, наоборот, если из множества setB вычесть множество setA:

setB - setA

то получим значения из которых исключены величины, входящие в множество setA.

Также здесь можно выполнять эквивалентные операции:

setA -= setB

setB -= setA

В этом случае переменные setA и setB будут ссылаться на соответствующие результаты вычитаний.

## Симметричная разность

Наконец, последняя операции над множествами – симметричная разность, возвращает множество, состоящее из неповторяющихся значений обоих множеств. Реализуется она следующим образом:

setA = {1,2,3,4}

setB = {3,4,5,6,7}

setA ^ setB

На выходе получим третье, новое множество, состоящее из значений, не входящих одновременно в оба множества.
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## Сравнение множеств

В заключение этого занятия я хочу показать вам, как можно сравнивать множества между собой.

Предположим, имеются два таких множества:

setA = {7, 6, 5, 4, 3}

setB = {3, 4, 5, 6, 7}

И мы хотим узнать, равны они или нет. Для этого, используется уже знакомый нам оператор сравнения на равенство:

setA == setB

Увидим значение True (истина). Почему? Дело в том, что множества считаются равными, если все элементы, входящие в одно из них, также принадлежат другому и мощности этих множеств равны (то есть они содержат одинаковое число элементов). Наши множества setA и setB удовлетворяют этим условиям.

Соответственно, противоположное сравнение на не равенство, выполняется, следующим образом:

setA != setB

Следующие два оператора сравнения на больше и меньше, фактически, определяют, входит ли одно множество в другое или нет.
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Например, возьмем множества

setA = {7, 6, 5, 4, 3}

setB = {3, 4, 5}

тогда операция

setB < setA

вернет True, а операция

setB > setA

значение False. Но, если хотя бы один элемент множества setB не будет принадлежать множеству setA:

setB.add(22)

то обе операции вернут False. Для равных множеств

setA = {7, 6, 5, 4, 3}

setB = {3, 4, 5, 6, 7}

обе операции также вернут False. Но вот такие операторы:

setA <= setB

setA >= setB

вернут True.

Я, думаю, из этих примеров понятно, как выполняется сравнение множеств между собой.

Для закрепления этого материала, как всегда, пройдите практические задания и, затем, дальше – на покорение новых вершин языка Python. Буду вас ждать на следующем уроке.

## Frozenset (неизменяемое множество)

a = frozenset('hellow')

b = set('hellow')

print(a == b)

print(type(a - b))

print(type(b | a))

b.add('q')

# a.add('q') # вызовет ошибку

## Задания на множества - 2

**Задание 1.** Вводятся два списка целых чисел каждый с новой строки (в строке наборы чисел через пробел). Необходимо выбрать и отобразить на экране уникальные числа, присутствующие и в первом и во втором списках одновременно. Результат выведите на экран в виде строки чисел, записанных по возрастанию через пробел, используя команду (здесь s - это множество):

print(\*sorted(s))

P. S. О функции sorted мы еще будем говорить, а также об операторе \*. Пока просто запомните такую возможность сортировки и вывода произвольных коллекций на экран.

**Входные данные:**

8 11 12 15 -2

4 11 10 15 -5 1 -2

**Выходные данные:**

-2 11 15

s1 = set(map(int, input().split()))

s2 = set(map(int, input().split()))

s = s1 & s2

print (\*sorted(s))

**Задание 2.** Вводятся два списка целых чисел каждый с новой строки (в строке наборы чисел через пробел). Необходимо выбрать и отобразить на экране уникальные числа, присутствующие в первом списке, но отсутствующие во втором. Результат выведите на экран в виде строки чисел, записанных по возрастанию через пробел.

**Входные данные:**

8 5 3 5 -3 1

1 2 3 4

**Выходные данные:**

-3 5 8

**lst = set([int(x) for x in input(). split()])**

**lst\_2 = set([int(x) for x in input(). split()])**

**love = lst - lst\_2**

**Задание 3.** Вводятся два списка целых чисел каждый с новой строки (в строке наборы чисел через пробел). Необходимо выбрать и отобразить на экране уникальные числа, присутствующие в первом или втором списках, но отсутствующие одновременно в обоих. Результат выведите на экран в виде строки чисел, записанных по возрастанию через пробел.

**Входные данные:**

1 2 3 4 5

4 5 6 7 8

**Выходные данные:**

1 2 3 6 7 8

**l = set(map(int, input().split()))**

**m = set(map(int, input().split()))**

**k = l|m**

**n = (l&m)**

**s = k-n**

**print(\*sorted**

**Задание 4.** Вводятся два списка городов каждый с новой строки (в строке названия через пробел). Необходимо сравнить их между собой на равенство по уникальным (не повторяющимся) городам. Если списки содержат одни и те же уникальные города, то вывести на экран ДА, иначе - НЕТ.

**Входные данные:**

Москва Тверь Уфа Казань Уфа Москва

Уфа Тверь Москва Казань

**Выходные данные:**

ДА

**set\_1 = set(input().split())** # Получаем пользовательские данные

**set\_2 = set(input().split())** # Получаем пользовательские данные

**print("ДА" if set\_1 == set\_2 else "НЕТ")**

Задача 5. На вход программе подается строка, состоящая из цифр. Необходимо определить, верно ли, что в ее записи ни одна из цифр не повторяется?

s = input()

print(('NO','YES')[len(s) == len(set(s))])

Задача 6. На вход программе подаются две строки, состоящие из цифр. Необходимо определить, верно ли, что в записи этих двух строк используются все десять цифр?

print(('NO', 'YES')[len(set(input() + input())) == 10])

Задача 7. На вход программе подается строка, состоящая из трех слов. Верно ли, что для записи всех трех слов был использован один и тот же набор букв?

a, b, c = input().split()

print(['NO', "YES"][set(a) == set(b) == set(c)])

Задача 8. Необходимо написать программу для проверки пароля на безопасность, в данном случае необходимо соблюсти хотя бы три критерия:

Длина пароля не менее 5 символов

Содержит буквы латинского алфавита как в верхнем, так и в нижнем регистре

Хотя бы одну цифру от 0 до 9

Хотя бы один спец.символ: "@,#,%,&

password = '1aA#'  
  
conditions = (  
 len(password) >= 5,  
 any(map(str.islower, password)) and any(map(str.isupper, password)),  
 set(password) & set("1234567890"),  
 set(password) & set("@#%&"),  
)  
  
if sum(map(bool, conditions)) >= 3:  
 print("Пароль достаточно сложный")  
else:  
 print('Пароль недостаточно сложный')

## Генераторы множеств и генераторы словарей

На этом занятии мы с вами поговорим о генераторах множеств и словарей. Ранее, я вам уже рассказывал о генераторах списков, когда мы их создавали, используя  синтаксис:

[<способ формирования значения> for <счетчик> in <итерируемый объект>]

Например:

a = [x \*\* 2 for x in range(1, 5)]

print(a)

Далее, я буду полагать, что вы помните и знаете этот материал. Так вот, те же самые конструкции можно определять и для множеств со словарями. Для этого достаточно вместо квадратных скобок прописать фигурные:

a = {x \*\* 2 for x in range(1, 5)}

и вместо списка получим уже множество. Почему было сформировано именно множество, а не словарь? Как мы помним, множество представляет собой набор отдельных значений, а в словаре дополнительно еще прописываются ключи. Здесь же, при генерации мы получаем серию значений, поэтому, такая коллекция в Python воспринимается именно как множество.

А вот если мы будем генерировать последовательность с ключами, например, так:

a = {x: x \*\* 2 for x in range(1, 5)}

то получим уже словарь.

Где такие генераторы могут использоваться? Давайте представим, что нам нужно выделить уникальные значения из списка:

d = [1, 2, '1', '2', -4, 3, 4]

Причем, все элементы следует привести к целым числам перед записью в множество. Для решения этой задачи удобно воспользоваться генератором множества:

a = {int(x) for x in d}

Видите, как легко и просто, в одну строчку мы это сделали. Мало того, генераторы работают быстрее циклов. Поэтому реализация задачи в виде:

set\_d = set()

for x in d:

    set\_d.add(int(x))

print(set\_d)

будет и более громоздкой и более медленной. Поэтому там, где это возможно, лучше использовать соответствующие генераторы.

То же самое и со словарем. Допустим, нам нужно все его ключи записать заглавными буквами, а значения представить целыми числами:

m = {"неудовл.": 2, "удовл.": 3, "хорошо": '4', "отлично": '5'}

Опять же используем генератор:

a = {key.upper(): int(value) for key, value in m.items()}

и на выходе получаем искомый словарь. Видите, как элегантно это можно сделать с использованием генераторов.

Также, как и со списками, в генераторах множеств и словарей можно использовать условия. Например, мы хотим в множество добавить только положительные числа из списка:

d = [1, 2, '1', '2', -4, 3, 4]

Также предварительно их преобразовываем в числа и делаем проверку:

a = {int(x) for x in d if int(x) > 0}

Или, со словарем. Поменяем в нем местами ключи и значения и поместим в него только отмети от 2 до 5:

m = {"безнадежно": 0, "убого": 1, "неудовл.": 2, "удовл.": 3, "хорошо": '4', "отлично": '5'}

a = {int(value): key for key, value in m.items() if int(value) >= 2 and int(value) <= 5}

Вот так просто и легко можно использовать генераторы множеств и словарей в своих программах. Основное их преимущество перед обычными циклами – более высокая скорость работы и наглядность текста программы. Поэтому, если циклы можно относительно легко заменить генераторами, то стоит это делать. Также в генераторах множеств и словарей можно применять и вложенные схемы, когда один генератор вложен в другой. Причем, можно комбинировать генераторы списков с генераторами множеств и словарей. Делается это все по аналогии с вложенными генераторами списков, о которых мы с вами уже говорили.

## Задания на генераторы множеств и словарей

**Задание 1.** Вводится строка со списком оценок, например:

2 неудовлетворительно удовлетворительно хорошо отлично

Первая цифра - это числовое значение первой оценки. Остальные оценки имеют возрастающие на 1 числа. С помощью генератора словарей необходимо сформировать словарь d, где ключами будут выступать числа, а значениями - слова.  
Например:

d = {2: 'неудовлетворительно', 3: 'удовлетворительно', 4: 'хорошо', 5: 'отлично'}

Вывести на экран значение сформированного словаря с ключом 4.

**Входные данные:**

1 ужасно неудовлетворительно удовлетворительно прилично отлично

**Выходные данные:**

прилично

**Задание 2.** На автомойку в течение квартала заезжали машины. Их гос. номера фиксировались в журнале, следующим образом (пример):

Е220СК  
А120МВ  
В101АА  
Е220СК  
А120МВ

На основе такого списка через генератор множеств сформировать список уникальных машин. На экран вывести число уникальных машин.

P. S. Для считывания списка целиком в программе уже записаны начальные строчки.

**Входные данные:**

А323ГД

Д456ВВ

Б001ББ

Д456ВВ

С111СС

**Выходные данные:**

4

lst = ['Е220СК','А120МВ','В101АА','Е220СК','А120МВ']  
  
lst\_car = set(x for x in lst)  
print (len(lst\_car))

или

s = {x for x in lst\_in} print(len(s))

**Задание 3.** Вводится текст в одну строчку со словами через пробел. С помощью генератора множеств сформировать множество из уникальных слов без учета регистра и длина которых не менее трех символов. Вывести на экран размер этого множества.

**Входные данные:**

Хижина изба машина и снова хижина машина

**Выходные данные:**

4

s = 'Хижина изба машина и снова хижина машина'  
s = s.lower().split()  
print(s)  
set\_out = {x for x in s if len(x)>=3}  
print (len(set\_out))

nt(len({i for i in input().lower().split() if len(i) > 2}))

Задание 4. Вводится текст в одну строчку со словами через пробел. Используя генераторы множеств и словарей, сформировать словарь в формате:

{слово\_1: количество\_1, слово\_2: количество\_2, ..., слово\_N: количество\_N}

То есть, ключами выступают уникальные слова (без учета регистра), а значениями - число их встречаемости в тексте. На экран вывести значение словаря для слова (союза) 'и'. Если такого ключа нет, то вывести 0.

Входные данные:

И что сказать и что сказать и нечего и точка

Выходные данные:

4

**Задание 4.** Вводится список книг книжного магазина в формате:

<автор 1>:<название 1>  
...  
<автор N>:<название N>

Авторы с названиями могут повторяться. Необходимо, используя генераторы, сформировать словарь с именем d вида:

{'автор 1': {'название 1', 'название 2', ..., 'название M'}, ..., 'автор K': {'название 1', 'название 2', ..., 'название S'}}

То есть, ключами выступают уникальные авторы, а значениями - множества с уникальными названиями книг соответствующего автора.

На экран ничего выводить не нужно, только сформировать словарь обязательно с именем d - он, далее будет проверяться в тестах!

P. S. Для считывания списка целиком в программе уже записаны начальные строчки.

**Входные данные:**

Пушкин: Сказака о рыбаке и рыбке

Есенин: Письмо к женщине

Тургенев: Муму

Пушкин: Евгений Онегин

Есенин: Русь

**Выходные данные:**

True

# Функция zip. Примеры использования

На прошлых занятиях мы с вами уже познакомились с функцией zip. На этом продолжим эту тему и поговорим о третьей часто применяемой функции:

zip(iter1 [, iter2 [, iter3] ...])

Она для указанных итерируемых объектов перебирает соответствующие элементы и продолжает работу до тех пор, пока не дойдет до конца самой короткой коллекции. Таким образом, она гарантирует, что на выходе будут формироваться наборы значений из всех переданных объектов.

Давайте в качестве простого примера возьмем два списка со значениями:

a = [1, 2, 3, 4]

b = [5, 6, 7, 8, 9, 10]

и передадим их в качестве аргументов функции zip():

z = zip(a, b)

print(z)

После запуска программы увидим, что переменная z ссылается на объект zip. Как вы уже догадались, это итератор, элементы которого перебираются функцией next():

print(next(z))

print(next(z))

Давайте переберем все пары через цикл for:

for x in z:

    print(x)

Здесь x является кортежем из соответствующих значений списков a и b. Причем последняя пара заканчивается числами (4, 8), когда функция zip() дошла до конца самого короткого списка.

Также всегда следует помнить, что функция zip() возвращает итератор. Это значит, что перебрать элементы можно только один раз. Например, повторный вызов оператора for для этой же функции:

for x in z:

    print(x)

ничего не возвратит, так как мы уже один раз прошлись по его элементам в предыдущем цикле.

Если нам все же нужно несколько раз обходить выделенные пары элементов, то их следует вначале преобразовать, например, в кортеж:

z = tuple(zip(a, b))

А, затем, обходить несчетное число раз. Но в этом случае увеличивается расход памяти, так как мы сохраняем все элементы в кортеже, а не генерируем «на лету» с помощью итератора. Так что, без особой необходимости делать преобразование к кортежу или списку не стоит.

В качестве перебираемых коллекций могут быть любые итерируемые объекты, например, строки. Если мы добавим строку:

c = "python"

и вызовем функцию zip() и с ней:

z = zip(a, b, c)

то в консоли увидим кортежи уже из трех значений, причем последнее будет соответствующим символом строки. Также, напомню, что оператор for можно записать с тремя переменными, если перебираемые значения являются кортежами:

for v1, v2, v3 in z:

    print(v1, v2, v3)

Иногда удобно кортеж сразу распаковать в отдельные переменные и использовать внутри цикла for.

Также все кортежи из функции zip() мы можем получить с помощью распаковки, используя запись:

z1, z2, z3, z4 = zip(a, b, c)

print(z1, z2, z3, z4, sep="\n")

Здесь неявно вызывается функция next() для извлечения всех элементов. Или, можно записать так:

z1, \*z2 = zip(a, b, c)

print(z1, z2, sep="\n")

Тогда первое значение будет помещено в переменную z1, а все остальные – в список z2.

И в заключение этого занятия я покажу вам  еще одно интересное преобразование, которое можно выполнить с помощью функции zip(). Если преобразовать итератор в список:

z = zip(a, b, c)

lz = list(z)

а, затем, распаковать его элементы с помощью оператора \*:

print(\*lz)

то мы получим уже не список, а четыре кортежа, следующих друг за другом. Если передать их в таком виде на вход функции zip():

t1, t2, t3 = zip(\*lz)

print(t1, t2, t3, sep="\n")

то на выходе будут сформированы три кортежа из соответствующих элементов этих четырех. Вообще, это эквивалентно записи:

t1, t2, t3 = zip((1, 5, 'p'), (2, 6, 'y'), (3, 7, 't'), (4, 8, 'h'))

Но те же самые кортежи мы можем получить гораздо проще, если распаковать непосредственно итератор z:

t1, t2, t3 = zip(\*z)

Как видите, к итератору вполне применим оператор распаковки элементов и на практике иногда этим пользуются.

Надеюсь, из этого занятия вы узнали, как работает функция zip() и ее назначение. Для закрепления материала, как всегда, пройдите практические задания.

## Задания на zip

Вводятся два списка целых чисел. Необходимо попарно перебрать их элементы и перемножить между собой. При реализации программы используйте функции zip и map. Выведите на экран первые три значения, используя функцию next. Значения выводятся в строчку через пробел. (Полагается, что три выходных значения всегда будут присутствовать).

**Sample Input:**

-7 8 11 -1 3

1 2 3 4 5 6 7 8 9 10

**Sample Output:**

-7 16 33

s1 = list(map(int,input().split()))

s2 = list(map(int,input().split()))

s4 = map(lambda x: x[0]\*x[1] , zip(s1,s2))

for \_ in range(3):

print (next(s4), end = ' ')

s1 = '-7 8 11 -1 3'  
s2 = '1 2 3 4 5 6 7 8 9 10'  
  
s1 = [int(i) for i in s1.split()]  
s2 = [int(i) for i in s2.split()]  
  
print(s1)  
print(s2)  
  
  
s3= [i\*j for i,j in zip(s1,s2)]  
  
print(s3)

Вводится неравномерная таблица целых чисел. С помощью функции zip выровнять эту таблицу, приведя ее к прямоугольному виду, отбросив выходящие элементы. Вывести результат на экран в виде такой же таблицы чисел.

P. S. Для считывания списка целиком в программе уже записаны начальные строчки.

**Input:**

1 2 3 4 5 6

3 4 5 6

7 8 9

9 7 5 3 2

**Output:**

1 2 3

3 4 5

7 8 9

9 7 5

for i in zip(\*zip(\*lst\_in)):

print (\*i, sep='')